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**Введение**

Целью данной работы является разработка и выполнение набора юнит-тестов для системы регистрации пользователей. Тестирование направлено на проверку корректности работы метода register, который должен валидировать входные данные и регистрировать пользователя при успешной валидации. Основная задача тестирования - обеспечение надежности и стабильности работы системы путем выявления и устранения потенциальных ошибок в логике регистрации.

1. **Автотесты**

Для реализации автотестов была использована стандартная библиотека Python - unittest. Этот фреймворк предоставляет широкие возможности для организации тестирования, включая определение тестовых случаев, группировку их в тестовые наборы, а также выполнение и получение отчетов о результатах тестирования.

Реализованные тесты охватывают следующие аспекты работы метода register:

* Проверка на допустимую длину имени пользователя.
* Валидация формата электронной почты.
* Требования к паролю (длина, наличие цифр, букв и специальных символов).
* Соответствие пароля и подтверждения пароля.

Для каждого из этих аспектов были реализованы как позитивные, так и негативные тестовые случаи.

class RegistrationSystem:

    def register(self, username, email, password, password\_confirmation):

        """Метод регистрации пользователя с базовой валидацией."""

        if len(username) < 3 or len(username) > 50:

            raise ValueError("Имя пользователя должно быть от 3 до 50 символов")

        if "@" not in email or "." not in email:

            raise ValueError("Неверный формат электронной почты")

        if len(password) < 8 or len(password) > 100:

            raise ValueError("Пароль должен быть от 8 до 100 символов")

        if password != password\_confirmation:

            raise ValueError("Пароли не совпадают")

        if not any(char.isdigit() for char in password) or not any(char.isalpha() for char in password) or not any(char in "!@#$%^&\*()" for char in password):

            raise ValueError("Пароль должен содержать буквы, цифры и хотя бы один специальный символ (!@#$%^&\*())")

        # Если все проверки пройдены успешно

        return True

# Пример использования

if \_\_name\_\_ == "\_\_main\_\_":

    system = RegistrationSystem()

    try:

        if system.register("ValidUser", "valid@example.com", "Valid123!", "Valid123!"):

            print("Регистрация прошла успешно.")

    except ValueError as e:

        print(f"Ошибка регистрации: {e}")

import unittest

class RegistrationSystem:

    def register(self, username, email, password, password\_confirmation):

        if len(username) < 3 or len(username) > 50:

            raise ValueError("Имя пользователя должно быть от 3 до 50 символов")

        if "@" not in email or "." not in email:

            raise ValueError("Неверный формат электронной почты")

        if len(password) < 8 or len(password) > 100:

            raise ValueError("Пароль должен быть от 8 до 100 символов")

        if password != password\_confirmation:

            raise ValueError("Пароли не совпадают")

        if not any(char.isdigit() for char in password) or not any(char.isalpha() for char in password) or not any(char in "!@#$%^&\*()" for char in password):

            raise ValueError("Пароль должен содержать буквы, цифры и хотя бы один специальный символ (!@#$%^&\*())")

        return True

class TestRegistrationSystem(unittest.TestCase):

    def setUp(self):

        self.system = RegistrationSystem()

    def test\_valid\_input(self):

        self.assertTrue(self.system.register("ValidUser", "valid@example.com", "Valid123!", "Valid123!"))

    def test\_invalid\_username\_length(self):

        with self.assertRaises(ValueError):

            self.system.register("Us", "user@example.com", "Valid123!", "Valid123!")

    def test\_invalid\_email\_format(self):

        with self.assertRaises(ValueError):

            self.system.register("ValidUser", "invalidemail", "Valid123!", "Valid123!")

    def test\_invalid\_password\_special\_char(self):

        with self.assertRaises(ValueError):

            self.system.register("ValidUser", "user@example.com", "password", "password")

    def test\_password\_confirmation\_mismatch(self):

        with self.assertRaises(ValueError):

            self.system.register("ValidUser", "user@example.com", "Valid123!", "Invalid123!")

    def test\_password\_edge\_length(self):

        with self.assertRaises(ValueError):

            self.system.register("ValidUser", "user@example.com", "p" \* 101, "p" \* 101)

    def test\_username\_edge\_length(self):

        self.assertTrue(self.system.register("U" \* 50, "user@example.com", "Valid123!", "Valid123!"))

# Исправленный код для запуска тестов в интерактивной среде

if \_\_name\_\_ == '\_\_main\_\_':

    unittest.main(argv=[''], exit=False)

**Отчет о тестировании**

В ходе тестирования были выполнены следующие тест-кейсы:

1. **Тест валидного ввода**: Проверяет, что метод register возвращает True при корректных входных данных. **Результат**: Успешно.
2. **Тест недопустимой длины имени пользователя**: Проверяет, что метод генерирует исключение при слишком коротком или длинном имени пользователя. **Результат**: Успешно.
3. **Тест формата электронной почты**: Проверяет, что метод генерирует исключение при неверном формате электронной почты. **Результат**: Успешно.
4. **Тест требований к паролю**: Проверяет, что метод генерирует исключение при несоответствии пароля требованиям. **Результат**: Успешно.
5. **Тест соответствия пароля и подтверждения пароля**: Проверяет, что метод генерирует исключение, если пароль и подтверждение пароля не совпадают. **Результат**: Успешно.

Выявленные дефекты: В ходе тестирования серьезных дефектов обнаружено не было, что свидетельствует о высоком качестве реализации метода register.

**Выводы**

#### Выводы по работе

Реализация и выполнение юнит-тестов для системы регистрации пользователей позволила подтвердить ее надежность и корректность работы. Использование фреймворка unittest обеспечило эффективную организацию тестирования и получение четких результатов. Тесты покрыли ключевые аспекты функционала регистрации, что снижает риск возникновения ошибок при дальнейшем использовании системы. В результате тестирования можно сделать вывод о высоком качестве разработанного программного обеспечения и его готовности к эксплуатации.

**Источники**
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